容器的 vector 和 deque，在操作方面比较相似，所以放在一起总结。除了共通操作外，它们还有自己的一些特点，具体如下：

**一. vector**

vector 模塑出来一个动态数组，在末端添加和删除元素时，性能相当好，在前端或中部插入或删除元素时，性能不怎么样。
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**1. vector 的容量**

vector 性能优异的原因是，就是分配了比其所容纳元素所需的，更多的内存空间。有两个函数要特别注意一下：

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. v.capacity; //返回 vector 实际能够容纳的元素数量

v.capacity; //返回 vector 实际能够容纳的元素数量

这个容量值是当前所能容纳的最大值，这个值是会变的，当超过当前最大容量时 vector 就会重新配置内部存储空间。

容量一但分配，就不会缩减。

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. //仅分配空间，size 是不变的
2. v.reserve();
3. //下面两种方式是一样的。不过第一种方法只分配空间，而第二种方法还要调用构造函数
4. vector<**int**> v;
5. v.reserve(80);
6. vector<**int**> v(80); //如果构造函数很耗时，那么推荐使用上面的方法

//仅分配空间，size 是不变的

v.reserve();

//下面两种方式是一样的。不过第一种方法只分配空间，而第二种方法还要调用构造函数

vector<int> v;

v.reserve(80);

vector<int> v(80); //如果构造函数很耗时，那么推荐使用上面的方法

如果容量不足，则扩大；如果调用所给的参数比当前 vector 的容量小，不会引发任何反应；

**2. vector 的操作**

**元素存取**

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. //返回索引 idx 所标示的元素。如果idx越界，抛出out\_of\_range。只有这个是进行范围检查的。
2. v.at(idx);
3. //返回索引 idx 所标示的元素。不进行范围检查
4. v[idx];
5. //返回第一个元素。不检查第一个元素是否存在
6. v.front();
7. //返回最后一个元素。不检查最后一个元素是否存在
8. v.back();

//返回索引 idx 所标示的元素。如果idx越界，抛出out\_of\_range。只有这个是进行范围检查的。

v.at(idx);

//返回索引 idx 所标示的元素。不进行范围检查

v[idx];

//返回第一个元素。不检查第一个元素是否存在

v.front();

//返回最后一个元素。不检查最后一个元素是否存在

v.back();

**插入与删除**

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. //在尾部添加和删除一个elem，无返回
2. v.push\_back(elem);
3. v.pop\_back();
4. //移除pos位置上的元素，返回下一元素的位置
5. v.erase(pos);
6. //将元素数量改为num。
7. //如果 num < 当前 size，则后面的元素被置为空。
8. //如果 num > 当前 size，多出来的新元素都以default/elem构造完成
9. v.resize(num);
10. v.resize(num,elem)

//在尾部添加和删除一个elem，无返回

v.push\_back(elem);

v.pop\_back();

//移除pos位置上的元素，返回下一元素的位置

v.erase(pos);

//将元素数量改为num。

//如果 num < 当前 size，则后面的元素被置为空。

//如果 num > 当前 size，多出来的新元素都以default/elem构造完成

v.resize(num);

v.resize(num,elem)

**3. vector 当成数组**

大多数情况下，可以把 vector 当成数组来用。

但是，千万不要把迭代器当做第一元素的地址来传递，vector 迭代器是由实现版本定义的，也许并不是一个指针。

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. printf("%s\n", v.begin()); //Error, might work, but not portable
2. printf("%s\n", &v[0]); //OK

printf("%s\n", v.begin()); //Error, might work, but not portable

printf("%s\n", &v[0]); //OK

**二. deque**

deque也采用动态数组来管理元素，提供随机存取，与vector非常相似。不同的是deque的动态数组头尾都开放，因此能在头尾两端进行快速安插和删除。

![http://hi.csdn.net/attachment/201202/29/0_1330497519xIis.gif](data:image/jpeg;base64,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)

操作上与 vector 基本一样，但是多了几个操作：

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. //在头部添加和删除一个elem，无返回
2. v.push\_front(elem);
3. v.pop\_front();

//在头部添加和删除一个elem，无返回

v.push\_front(elem);

v.pop\_front();

**注意：**

deque 不提供容量操作 capacity() 和 reserve()。

**三. 迭代器无效**

**1. vector 插入或删除操作会使“作用点”之后的各元素的pointers, references和iterators失效，如果插入操作引发内存重新分配，那么容器上所有的pointers, references和iterators都将失效**。

**2. deque 插入或删除都可能引起内存重新分配，所以任何插入或删除动作都会使所有指向 deque元素的 pointers, references 和 iterators 失效。**

所以在插入或删除操作之后，要重新对 pointers, references和iterators 进行赋值的值。

**四. 代码举例**

**[cpp]** [view plaincopyprint?](http://blog.csdn.net/lwbeyond/article/details/7305932)

1. #include <iostream>
2. #include <string>
3. #include <vector>
4. using namespace std;
5. **int** main(**int** argc, **char**\* argv[])
6. {
7. //create empty vector for strings
8. vector<string> sentence;
9. //开辟一个能容纳5个元素的空间，size 可没变
10. sentence.reserve(5);
11. //append some elements
12. sentence.push\_back("Hello,");
13. sentence.push\_back("how");
14. sentence.push\_back("are");
15. sentence.push\_back("you");
16. sentence.push\_back("?");
17. //打印
18. copy (sentence.begin(), sentence.end(),
19. ostream\_iterator<string>(cout," "));
20. cout << endl;
21. //print ''technical data''
22. cout << " max\_size(): " << sentence.max\_size() << endl;
23. cout << " size(): " << sentence.size() << endl;
24. cout << " capacity(): " << sentence.capacity() << endl;
25. //swap second and fourth element
26. swap (sentence[1], sentence [3]);
27. //使用迭代器
28. vector<string>::iterator it1 = sentence.begin();
29. vector<string>::iterator it2 = sentence.end();
30. cout<<\*it1<<endl;
31. cout<<\*(it2-1)<<endl;
32. //在 "?" 前插入元素 "always"
33. sentence.insert (find(sentence.begin(),sentence.end(),"?"),
34. "always");
35. //引发迭代器无效，要崩溃！！！！！！！！！！！！！！！！！！！！！！！！！！！
36. cout<<\*it1<<endl;
37. cout<<\*(it2-1)<<endl;
38. //assign "!" to the last element
39. sentence.back() = "!";
40. //print elements separated with spaces
41. copy (sentence.begin(), sentence.end(),
42. ostream\_iterator<string>(cout," "));
43. cout << endl;
44. //print "technical data" again
45. cout << " max\_size(): " << sentence.max\_size() << endl;
46. cout << " size(): " << sentence.size() << endl;
47. cout << " capacity(): " << sentence.capacity() << endl; //自动变了！！
48. return 0;
49. }

#include <iostream>

#include <string>

#include <vector>

using namespace std;

int main(int argc, char\* argv[])

{

//create empty vector for strings

vector<string> sentence;

//开辟一个能容纳5个元素的空间，size 可没变

sentence.reserve(5);

//append some elements

sentence.push\_back("Hello,");

sentence.push\_back("how");

sentence.push\_back("are");

sentence.push\_back("you");

sentence.push\_back("?");

//打印

copy (sentence.begin(), sentence.end(),

ostream\_iterator<string>(cout," "));

cout << endl;

//print ''technical data''

cout << " max\_size(): " << sentence.max\_size() << endl;

cout << " size(): " << sentence.size() << endl;

cout << " capacity(): " << sentence.capacity() << endl;

//swap second and fourth element

swap (sentence[1], sentence [3]);

//使用迭代器

vector<string>::iterator it1 = sentence.begin();

vector<string>::iterator it2 = sentence.end();

cout<<\*it1<<endl;

cout<<\*(it2-1)<<endl;

//在 "?" 前插入元素 "always"

sentence.insert (find(sentence.begin(),sentence.end(),"?"),

"always");

//引发迭代器无效，要崩溃！！！！！！！！！！！！！！！！！！！！！！！！！！！

cout<<\*it1<<endl;

cout<<\*(it2-1)<<endl;

//assign "!" to the last element

sentence.back() = "!";

//print elements separated with spaces

copy (sentence.begin(), sentence.end(),

ostream\_iterator<string>(cout," "));

cout << endl;

//print "technical data" again

cout << " max\_size(): " << sentence.max\_size() << endl;

cout << " size(): " << sentence.size() << endl;

cout << " capacity(): " << sentence.capacity() << endl; //自动变了！！

return 0;

}